![](data:image/png;base64,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)

**CSC248**

**FUNDAMENTALS OF DATA  
STRUCTURE**

**LAB ASSIGNMENT 7**

NAME : MUHAMMAD REDZA BIN MAHAYADIN

STUDENT ID : 2022676696

GROUP : RCDCS1103B

LECTURER : SIR MOHD NIZAM BIN OSMAN

**QUESTION 1**

BOOK CLASS

package Q1;

public class Book {

    private int serialNum;

    private String title;

    private String author;

    private char code;

    private String publisher;

    private int year;

    public Book() {

    }

    public void setData(int sn, String t, String a, char c, String p, int y) {

        // method definition

        serialNum = sn;

        title = t;

        author = a;

        code = c;

        publisher = p;

        year = y;

    }

    public int getSerialNum() {

        return serialNum;

    }

    public String getTitle() {

        return title;

    }

    public String getAuthor() {

        return author;

    }

    public char getCode() {

        return code;

    }

    public String getPublisher() {

        return publisher;

    }

    public int getYear() {

        return year;

    }

    public String toString() {

        return "Serial Number: " + serialNum + "\nTitle: " + title + "\nAuthor: " + author + "\nCode: " + code

                + "\nPublisher: " + publisher + "\nYear: " + year;

    }

}

BOOKRECORD CLASS

package Q1;

public class bookRecord {

    private TreeNode root;

    public bookRecord() {

        root = null;

    }

    // getter and setter

    public TreeNode getRoot() {

        return root;

    }

    public void setRoot(TreeNode root) {

        this.root = root;

    }

    // count the number of books in the tree

    // the data is already stored in the tree

    // book code is A, B, C, D

    public void countBookCode() {

        // theres code A, B, C, D in the tree

        int[] counts = new int[4];

        // count the book code

        countBookCode(root, counts);

        // print the result

        System.out.println("Book code A: " + counts[0]);

        System.out.println("Book code B: " + counts[1]);

        System.out.println("Book code C: " + counts[2]);

        System.out.println("Book code D: " + counts[3]);

    }

    public void countBookCode(TreeNode node, int[] counts) {

        // if the node is null, return

        if (node == null) {

            return;

        }

        // get the book code

        char code = ((Book) node.getData()).getCode();

        // increment the count

        switch (code) {

            case 'A':

                counts[0]++;

                break;

            case 'B':

                counts[1]++;

                break;

            case 'C':

                counts[2]++;

                break;

            case 'D':

                counts[3]++;

                break;

        }

        // count the left and right node

        countBookCode(node.getLeft(), counts);

        countBookCode(node.getRight(), counts);

    }

    public void searchBook(int serialNum) {

        // search for a book with the given serial number

        // if found, print the book

        // if not found, print not found

        TreeNode node = searchBook(root, serialNum);

        if (node == null) {

            System.out.println("Book not found");

        } else {

            System.out.println(node.getData());

        }

    }

    public TreeNode searchBook(TreeNode node, int serialNum) {

        // if the node is null, return null

        if (node == null) {

            return null;

        }

        // get the serial number

        int nodeSerialNum = ((Book) node.getData()).getSerialNum();

        // if the serial number is the same, return the node

        if (nodeSerialNum == serialNum) {

            return node;

        }

        // search the left and right node

        TreeNode left = searchBook(node.getLeft(), serialNum);

        TreeNode right = searchBook(node.getRight(), serialNum);

        // if the left node is not null, return the left node

        if (left != null) {

            return left;

        }

        // if the right node is not null, return the right node

        if (right != null) {

            return right;

        }

        // if not found, return null

        return null;

    }

    public void displayAll() {

        // display all the books in the tree

        // dont use linked list

        displayAll(root);

    }

    public void displayAll(TreeNode node) {

        // if the node is null, return

        if (node == null) {

            return;

        }

        // print the book

        System.out.println(node.getData() + "\n");

        // display the left and right node

        displayAll(node.getLeft());

        displayAll(node.getRight());

    }

}

TREENODE CLASS

package Q1;

public class TreeNode {

    // data declaration

    private Object element;

    private TreeNode left;

    private TreeNode right;

    public TreeNode(Object elem) {

        // method definition

        this.element = elem;

        this.left = null;

        this.right = null;

    }

    // this is done recursively

    public void insert(Object elem) {

        // if book serial number is less than the current node

        Book book = (Book) elem;

        Book currentBook = (Book) this.element;

        if (book.getSerialNum() < currentBook.getSerialNum()) {

            // if left node is null, insert new node

            if (this.left == null) {

                this.left = new TreeNode(elem);

            } else {

                // else, insert to left node

                this.left.insert(elem);

            }

        } else {

            // if right node is null, insert new node

            if (this.right == null) {

                this.right = new TreeNode(elem);

            } else {

                // else, insert to right node

                this.right.insert(elem);

            }

        }

    }

    public Book getData() {

        // method definition

        return (Book) this.element;

    }

    public TreeNode getLeft() {

        // method definition

        return this.left;

    }

    public TreeNode getRight() {

        // method definition

        return this.right;

    }

}

MAIN CLASS

package Q1;

import java.util.Scanner;

public class Main {

    public static void main(String[] args) {

        Scanner input = new Scanner(System.in);

        TreeNode root = null;

        bookRecord record = new bookRecord();

        Book[] books = new Book[8];

        // initialize the book

        for (int i = 0; i < books.length; i++) {

            books[i] = new Book();

        }

        // insert the book into the tree

        books[0].setData(1217, "Bunga Dedap", "Daud Kamal", 'A', "Sejana", 1998);

        books[1].setData(1324, "Fizik", "Prof. Bun Tat", 'C', "Mc Graw", 2000);

        books[2].setData(1001, "Kimia", "Prof. Kamarul", 'C', "Anderson", 2001);

        books[3].setData(1009, "Botani", "Puan Salmah", 'E', "Mutiara", 1999);

        books[4].setData(781, "Komputer", "Dr Abu ", 'D', "Deitel", 2001);

        books[5].setData(4320, "Sosial", "Dr Kamariah", 'B', "Mutiara", 1998);

        books[6].setData(2700, "Ilmu Alam ", "Dr Kamarudin ", 'A', "Mutiara ", 1999);

        books[7].setData(1243, "Sejarah ", "Puan Kalsom ", 'B', "Tamadun ", 1989);

        // insert the book into the tree using the insert method

        for (int i = 0; i < books.length; i++) {

            if (root == null) {

                root = new TreeNode(books[i]);

            } else {

                root.insert(books[i]);

            }

        }

        // set the root

        record.setRoot(root);

        while (true) {

            System.out.println("1. Count the number of books in the tree");

            System.out.println("2. Search for a book");

            System.out.println("3. Display all books");

            System.out.println("4. Exit");

            System.out.print("\nEnter your choice: ");

            int choice = input.nextInt();

            System.out.println();

            switch (choice) {

                case 1:

                    // record.countBookCode(root);

                    record.countBookCode();

                    break;

                case 2:

                    System.out.print("Enter the serial number: ");

                    int serialNum = input.nextInt();

                    System.out.println();

                    record.searchBook(serialNum);

                    break;

                case 3:

                    record.displayAll();

                    break;

                case 4:

                    input.close();

                    System.out.println("Thank you for using this program!");

                    System.exit(0);

                    break;

                default:

                    System.out.println("Invalid choice!");

                    break;

            }

            System.out.println();

        }

    }

}

**QUESTION 2**

BSTTOCRIMECOMPLAINT CLASS

package Q2;

public class BSTcCrimeComplaint {

    TreeNode root;

    public BSTcCrimeComplaint() {

        root = null;

    }

    public void insertNode(CCrimeComplaint info) {

        if (root == null) {

            root = new TreeNode(info);

        } else {

            TreeNode current = root;

            TreeNode parent = null;

            while (true) {

                parent = current;

                if (info.getcElement().compareToIgnoreCase(current.getInfo().getcElement()) < 0) {

                    current = current.getLeft();

                    if (current == null) {

                        parent.setLeft(new TreeNode(info));

                        return;

                    }

                } else {

                    current = current.getRight();

                    if (current == null) {

                        parent.setRight(new TreeNode(info));

                        return;

                    }

                }

            }

        }

    }

    // display all but prevent duplicate

    public void cElementDisplayAll() {

        cElementDisplayAll(root);

    }

    public void cElementDisplayAll(TreeNode root) {

        if (root != null) {

            cElementDisplayAll(root.getLeft());

            System.out.println(root.getInfo().getcElement());

            cElementDisplayAll(root.getRight());

        }

    }

    // display specific

    public void displayBySpesific(String cElement) {

        displayBySpesific(root, cElement);

    }

    public void displayBySpesific(TreeNode root, String cElement) {

        if (root != null) {

            displayBySpesific(root.getLeft(), cElement);

            if (root.getInfo().getcElement().equalsIgnoreCase(cElement)) {

                System.out.println(root.getInfo().toString() + "\n");

            }

            displayBySpesific(root.getRight(), cElement);

        }

    }

    public int calTotComplaint(int year) {

        return calTotComplaint(root, year);

    }

    public int calTotComplaint(TreeNode root, int year) {

        if (root == null) {

            return 0;

        } else {

            if (root.getInfo().getYear() == year) {

                return root.getInfo().getNoOfComplaint() + calTotComplaint(root.getLeft(), year)

                        + calTotComplaint(root.getRight(), year);

            } else {

                return calTotComplaint(root.getLeft(), year) + calTotComplaint(root.getRight(), year);

            }

        }

    }

    // other method

    public int countNode() {

        return countNode(root);

    }

    public int countNode(TreeNode root) {

        if (root == null) {

            return 0;

        } else {

            return 1 + countNode(root.getLeft()) + countNode(root.getRight());

        }

    }

    public int countLeaf() {

        return countLeaf(root);

    }

    public int countLeaf(TreeNode root) {

        if (root == null) {

            return 0;

        } else {

            if (root.getLeft() == null && root.getRight() == null) {

                return 1;

            } else {

                return countLeaf(root.getLeft()) + countLeaf(root.getRight());

            }

        }

    }

    // count height

    public int countHeight() {

        return countHeight(root);

    }

    public int countHeight(TreeNode root) {

        if (root == null) {

            return 0;

        } else {

            return 1 + Math.max(countHeight(root.getLeft()), countHeight(root.getRight()));

        }

    }

    // delete node

    public void deleteNode(String cElement) {

        root = deleteNode(root, cElement);

    }

    public TreeNode deleteNode(TreeNode root, String cElement) {

        if (root == null) {

            return root;

        } else {

            if (cElement.compareToIgnoreCase(root.getInfo().getcElement()) < 0) {

                root.setLeft(deleteNode(root.getLeft(), cElement));

            } else if (cElement.compareToIgnoreCase(root.getInfo().getcElement()) > 0) {

                root.setRight(deleteNode(root.getRight(), cElement));

            } else {

                if (root.getLeft() == null) {

                    return root.getRight();

                } else if (root.getRight() == null) {

                    return root.getLeft();

                } else {

                    root.setInfo(findMin(root.getRight()));

                    root.setRight(deleteNode(root.getRight(), root.getInfo().getcElement()));

                }

            }

        }

        return root;

    }

    // delete specific

    public void deleteSpecific(String cElement, int year) {

        root = deleteSpecific(root, cElement, year);

    }

    public TreeNode deleteSpecific(TreeNode root, String cElement, int year) {

        if (root == null) {

            return root;

        } else {

            if (cElement.compareToIgnoreCase(root.getInfo().getcElement()) < 0) {

                root.setLeft(deleteSpecific(root.getLeft(), cElement, year));

            } else if (cElement.compareToIgnoreCase(root.getInfo().getcElement()) > 0) {

                root.setRight(deleteSpecific(root.getRight(), cElement, year));

            } else {

                if (root.getInfo().getYear() == year) {

                    if (root.getLeft() == null) {

                        return root.getRight();

                    } else if (root.getRight() == null) {

                        return root.getLeft();

                    } else {

                        root.setInfo(findMin(root.getRight()));

                        root.setRight(deleteSpecific(root.getRight(), root.getInfo().getcElement(), year));

                    }

                } else {

                    root.setLeft(deleteSpecific(root.getLeft(), cElement, year));

                    root.setRight(deleteSpecific(root.getRight(), cElement, year));

                }

            }

        }

        return root;

    }

    // find min

    public CCrimeComplaint findMin(TreeNode root) {

        if (root == null) {

            return null;

        } else {

            if (root.getLeft() == null) {

                return root.getInfo();

            } else {

                return findMin(root.getLeft());

            }

        }

    }

}

CCRIMECOMPLAINT CLASS

package Q2;

public class CCrimeComplaint {

    private String cElement;

    private int noOfComplaint;

    private int year;

    public CCrimeComplaint(String cElement, int noOfComplaint, int year) {

        this.cElement = cElement;

        this.noOfComplaint = noOfComplaint;

        this.year = year;

    }

    public String getcElement() {

        return cElement;

    }

    public void setcElement(String cElement) {

        this.cElement = cElement;

    }

    public int getNoOfComplaint() {

        return noOfComplaint;

    }

    public void setNoOfComplaint(int noOfComplaint) {

        this.noOfComplaint = noOfComplaint;

    }

    public int getYear() {

        return year;

    }

    public void setYear(int year) {

        this.year = year;

    }

    public String toString() {

        return "Element: " + cElement + "\nNumber of Complaint: " + noOfComplaint + "\nYear: " + year;

    }

}

TREENODE CLASS

package Q2;

public class TreeNode {

    CCrimeComplaint info;

    TreeNode left, right;

    public TreeNode(CCrimeComplaint info) {

        this.info = info;

        left = null;

        right = null;

    }

    public TreeNode(CCrimeComplaint info, TreeNode left, TreeNode right) {

        this.info = info;

        this.left = left;

        this.right = right;

    }

    public CCrimeComplaint getInfo() {

        return info;

    }

    public void setInfo(CCrimeComplaint info) {

        this.info = info;

    }

    public TreeNode getLeft() {

        return left;

    }

    public void setLeft(TreeNode left) {

        this.left = left;

    }

    public TreeNode getRight() {

        return right;

    }

    public void setRight(TreeNode right) {

        this.right = right;

    }

    // tostring method

    public String toString() {

        return info.toString();

    }

}

MAIN CLASS

package Q2;

import java.util.Scanner;

public class Main {

    public static void main(String[] args) {

        Scanner strInput = new Scanner(System.in);

        Scanner intInput = new Scanner(System.in);

        BSTcCrimeComplaint bst = new BSTcCrimeComplaint();

        String[][] complaints = {

                { "Complaint Elements", "Year", "Total Complaints" },

                { "Obscene", "2019", "969" },

                { "Obscene", "2020", "850" },

                { "False", "2019", "2117" },

                { "False", "2020", "3050" },

                { "Offensive", "2019", "1311" },

                { "Offensive", "2020", "2312" },

                { "Indecent", "2019", "139" },

                { "Indecent", "2020", "188" },

                { "Menacing", "2019", "45" },

                { "Menacing", "2020", "88" },

                { "Others", "2019", "3938" },

                { "Others", "2020", "7472" }

        };

        for (int i = 1; i < complaints.length; i++) {

            bst.insertNode(new CCrimeComplaint(complaints[i][0], Integer.parseInt(complaints[i][2]),

                    Integer.parseInt(complaints[i][1])));

        }

        while (true) {

            System.out.println("1. Display all complaint elements");

            System.out.println("2. Display specific complaint elements");

            System.out.println("3. Calculate total complaints for a specific year");

            System.out.println("4. Calculate increment percentage for total number of complaints from 2019 to 2020");

            System.out.println("5. Exit");

            System.out.print("\nEnter your choice: ");

            int choice = intInput.nextInt();

            switch (choice) {

                case 1:

                    bst.cElementDisplayAll();

                    break;

                case 2:

                    System.out.print("Enter complaint element: ");

                    String cElement = strInput.nextLine();

                    bst.displayBySpesific(cElement);

                    break;

                case 3:

                    System.out.print("Enter year: ");

                    int year = intInput.nextInt();

                    System.out.println("\nTotal complaints for year " + year + ": " + bst.calTotComplaint(year));

                    break;

                case 4:

                    System.out.println("\n2020 complaint amount: " + bst.calTotComplaint(2020));

                    System.out.println("2019 complaint amount: " + bst.calTotComplaint(2019));

                    // change to double to get decimal

                    double percentage = ((double) (bst.calTotComplaint(2020) - bst.calTotComplaint(2019))

                            / (double) bst.calTotComplaint(2019)) \* 100;

                    System.out.println("\n((" + bst.calTotComplaint(2020) + " - " + bst.calTotComplaint(2019) + ") / "

                            + bst.calTotComplaint(2019) + ") \* 100 = " + percentage + "%");

                    System.out.println("\nIncrement percentage for total number of complaints from 2019 to 2020: "

                            + String.format("%.2f", percentage) + "%");

                    break;

                case 5:

                    System.out.println("Thank you for using this program");

                    System.exit(0);

                    break;

                default:

                    System.out.println("Invalid choice");

                    break;

            }

            System.out.println();

        }

    }

}

**QUESTION 3**

BSTCANDIDATE CLASS

package Q3;

public class BSTCandidate {

    TreeNode root;

    public BSTCandidate() {

        root = null;

    }

    // setter and getter for root

    public TreeNode getRoot() {

        return this.root;

    }

    public void setRoot(TreeNode root) {

        this.root = root;

    }

    // insert new candidate into the tree

    public void insert(JobCandidate data) {

        root = insert(root, data);

    }

    private TreeNode insert(TreeNode root, JobCandidate data) {

        if (root == null) {

            root = new TreeNode(data);

        } else {

            if (data.getRegNo() < root.getData().getRegNo()) {

                root.setLeft(insert(root.getLeft(), data));

            } else {

                root.setRight(insert(root.getRight(), data));

            }

        }

        return root;

    }

    // display details of all candidates using recursive method to display detail of

    // candidate name in descending order

    public void displayDetails() {

        displayDetails(root);

    }

    private void displayDetails(TreeNode root) {

        if (root != null) {

            displayDetails(root.getRight());

            System.out.println(root.getData());

            displayDetails(root.getLeft());

        }

    }

    public int countCandidate(char qualification) {

        return countCandidate(root, qualification);

    }

    private int countCandidate(TreeNode root, char qualification) {

        if (root == null) {

            return 0;

        } else {

            int count = 0;

            if (root.getData().getQualification() == qualification) {

                count++;

            }

            count += countCandidate(root.getLeft(), qualification);

            count += countCandidate(root.getRight(), qualification);

            return count;

        }

    }

}

JOBCANDIDATE CLASS

package Q3;

public class JobCandidate {

    private int regNo;

    private String name;

    private char qualification; // D for Diploma, B for Bachelor, M for Master, P for PhD

    private int age;

    private char gender; // M - Male, F - Female

    public JobCandidate(int regNo, String name, char qualification, int age, char gender) {

        this.regNo = regNo;

        this.name = name;

        this.qualification = qualification;

        this.age = age;

        this.gender = gender;

    }

    public int getRegNo() {

        return this.regNo;

    }

    public void setRegNo(int regNo) {

        this.regNo = regNo;

    }

    public String getName() {

        return this.name;

    }

    public void setName(String name) {

        this.name = name;

    }

    public char getQualification() {

        return this.qualification;

    }

    public void setQualification(char qualification) {

        this.qualification = qualification;

    }

    public int getAge() {

        return this.age;

    }

    public void setAge(int age) {

        this.age = age;

    }

    public char getGender() {

        return this.gender;

    }

    public void setGender(char gender) {

        this.gender = gender;

    }

    // toString() method

    public String toString() {

        return "Registration Number: " + regNo + "\nName: " + name + "\nQualification: " + qualification

                + "\nAge: " + age + "\nGender: " + gender;

    }

}

TREENODE CLASS

package Q3;

public class TreeNode {

    JobCandidate data;

    TreeNode left, right;

    public TreeNode(JobCandidate data) {

        this.data = data;

        this.left = null;

        this.right = null;

    }

    public JobCandidate getData() {

        return this.data;

    }

    public void setData(JobCandidate data) {

        this.data = data;

    }

    public TreeNode getLeft() {

        return this.left;

    }

    public void setLeft(TreeNode left) {

        this.left = left;

    }

    public TreeNode getRight() {

        return this.right;

    }

    public void setRight(TreeNode right) {

        this.right = right;

    }

    // toString() method

    public String toString() {

        return data.toString();

    }

}

MAIN CLASS

package Q3;

import java.util.Scanner;

public class Main {

    public static void main(String[] args) {

        Scanner intInput = new Scanner(System.in);

        Scanner strInput = new Scanner(System.in);

        BSTCandidate candidateTree = new BSTCandidate();

        String[][] jobCandidates = {

                { "3358", "MUHAMMAD AZMIL BIN AHIMAD", "D", "22", "M" },

                { "5262", "SYAHIRAH BINTI ISMAIL", "P", "32", "F" },

                { "4221", "HUSNA BT ROHA", "M", "28", "F" },

                { "3395", "MUHAMMAD DANIAL BIN NAZIM", "S", "26", "M" },

                { "3222", "DIYANA NUR BINTI HASBI", "S", "24", "F" },

                { "5256", "BATRISYA BINTI DIN", "P", "35", "F" },

                { "3345", "AMIR HAKIM BIN DANIAL", "D", "25", "M" },

                { "3353", "LUQMAN BIN AHMAD", "D", "25", "M" }

        };

        for (int i = 0; i < jobCandidates.length; i++) {

            JobCandidate candidate = new JobCandidate(Integer.parseInt(jobCandidates[i][0]), jobCandidates[i][1],

                    jobCandidates[i][2].charAt(0), Integer.parseInt(jobCandidates[i][3]),

                    jobCandidates[i][4].charAt(0));

            candidateTree.insert(candidate);

        }

        // calculate and display total candidates with masters and phd qualification

        int total = candidateTree.countCandidate('M') + candidateTree.countCandidate('P');

        System.out.println("Total candidates with masters and phd qualification: " + total);

    }

}